# Asynchronous Processing in Python

## Overview

In this lab, you'll enhance an existing application so that it performs time-consuming tasks concurrently using the Python *asyncio* library.

## Source folders

Student folder : C:\AdvPythonDev\Student\08-Async

Solution folder: C:\AdvPythonDev\Solutions\08-Async

## Roadmap

There are 5 exercises in this lab, of which the last exercise is "if time permits". Here is a brief summary of the tasks you will perform in each exercise; more detailed instructions follow later:

1. Getting ready to use the *asyncio* library
2. Implementing the directory-search as a coroutine
3. Scheduling the directory-search coroutine
4. Awaiting for all tasks to complete
5. Additional techniques (if time permits)

## Familiarization with the application

In the *student* folder, run main.py. When prompted, enter a directory name and press *Enter*. The application asks you to enter another directory name, so do so. Repeat this a few times, and then enter *done*.

The application then searches each directory, to find all the files and sub-directories in each directory. It performs this search sequentially:

* First it searches your first directory, and when this is complete it displays a message to indicate as such.
* Then it starts searching your second directory, and displays a message when this is complete.
* And so on, for each of your directories.

When all the searches are complete, the application displays a menu that enables you to review the results:

![](data:image/png;base64,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)

Choose option 1 to see all your directories. Then choose option 2 and specify one of your directories - the application will display all the files and sub-directories in that directory recursively.

## When you’re comfortable with how the application works, take a look at the code in main.py and make sure you understand how it works. Feel free to ask the instructor about anything.

## Exercise 1: Getting ready to use the asyncio library

To get ready to use the *asyncio* library, follow these steps:

* At the top of main.py, import the asyncio library.
* Prefix the main() function with the async keyword. This transforms it from a "regular function" into a coroutine, i.e. something that can be scheduled to execute in an *asyncio* event loop.
* At the end of main.py, locate the code that calls main(). You need to modify this statement because main() is now a coroutine, and you can't just call a coroutine like that - instead you must schedule it for execution on an *asyncio* event loop. Your application doesn't currently have an *ayncio* event loop, so call asyncio.run() to start one. Pass main() as a parameter, to schedule main() for execution on the event loop. That all sounds quite tricky, but here's all you actually need:

asyncio.run(main())

**Exercise 2: Implementing the directory-search as a coroutine**

Locate the search\_directory() function and prefix it with the async keyword. This transforms the function into a coroutine, so it can be scheduled to execute concurrently in the event loop (you'll do this in Exercise 3).

The code inside the search\_directory() function runs in a tight loop. If you ran this code in a coroutine, it would hog the application's main thread, so the thread would never get a chance to peek in the event loop to schedule any other coroutines. In such a case, a coroutine should yield control periodically so that the application thread can get a chance to schedule other coroutines. The easiest way to do this is to call asyncio.sleep(0) in one of the loops; prefix this call with await, so that your coroutine continues execution after its sleep.

**Exercise 3:** **Scheduling the directory-search coroutine**

Locate start\_all\_searches(). Currently this function calls search\_directory() as a regular function, but that won't work now because search\_directory() is now a coroutine.

Instead, you need to schedule the coroutine for execution on the *asyncio* event loop. Here's the code you need:

task = asyncio.create\_task(search\_directory(directory\_name))

create\_task() returns a Task object that represents the coroutine. The idea is that you can use the Task object to manage the coroutine.

After you've made this change, your application now has a separate task for each directory search. In order to coordinate all these tasks, we suggest you create a list and add each task to the list. Return the list of tasks from your start\_all\_searches() function.

**Exercise 4:** **Awaiting for all tasks to complete**

Modify main() so that it receives the return value from start\_all\_searches() and then awaits for all the tasks to complete. After the tasks have completed, you can then proceed to call display\_results() to display the results as before.

Run the application and enter some directory names. You should now find that the directory searches are interspersed concurrently, rather than running consecutively.

**Exercise 5 (If time permits): Additional techniques**

Explore some of the additional techniques covered in the chapter, e.g. polling for task completion, cancelling tasks, etc.